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ABSTRACT
The disciplines of modeling and simulation are essential to the study of complex systems. The Department of Systems Engineering and Automation and Computer Architecture at the University of La Laguna has been developing a Java simulation library for Discrete Event Systems (SIGHOS). SIGHOS is intended to be used as part of tools that analyze the effects of proposed solutions on real problems. Using this library, however, requires programming skills which limit its effectiveness. In this paper we propose the introduction of a logic layer that separates the low-level simulation mechanisms of the modeling system. We achieve this through the creation of a web service that can run the simulation remotely via the Internet using SIGHOS. We then describe a service-oriented web application that encompasses a modeling and simulation environment through which a user can create models, process them (using the aforementioned web service), and observe the results without any knowledge of programming.
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1. INTRODUCTION
As discussed in previous articles (Aguilar, Castilla, Muñoz, Estévez, Martín and Moreno. 2005; Aguilar, Muñoz, Castilla, Martín, and Piñeiro 2006b) SIGHOS models through the use of a process-based methodology where the elements proceed via stages as determined by the state of the elements themselves. Within each stage, the elements perform different activities which make use of certain resources. These resources have to be available so as to devote part of their time to the execution of said activity.

Until now, the model to be simulated with SIGHOS could be described in one of two ways: by using the functions provided by the Java library, or by employing the XMLGHOS interface (Aguilar, R. Muñoz, Castilla, Martin, and V. Muñoz 2006a) which facilitates its use and automatically generates the models. XMLGHOS describes the system by using two files:

- **XMLModel** defines the resources, the activities, and the paths or flows the elements go through.
- **XMLExperiment** specifies the duration and number of simulations to be run, the type of information to be gathered, and the way the elements flowing in the model are generated.

Although the use of XMLGHOS simplifies the modeling, those wishing to use the library have to be familiar with XML. Several new approaches are being addressed to improve the usability of SIGHOS. In this sense, web-based technology would allow the simulation models to be configured using forms which are more familiar to end-users. Moreover, this technology facilitates remote interoperability and accessibility, as well as the integration with a wide range of interfaces available on the market.

2. THE WEB SERVICE
In recent years, web services have become one of the easiest and most efficient ways to access services remotely. The use of web services in simulation remains largely untapped. There are some papers on the topic, but most of them are limited to a specific operating environment (Orsini, Bruzzone and Revetria 2003; Moles, Alonso and Banga 2003; Bruemel, Vinichenko and Novickis 2007), such as assembly lines, transportation services, etc., or use outdated technologies (Taylor 2000) as applets.

Web services may be defined as a set of applications or technologies that are able to interoperate on the web (W3C 2004). These applications or technologies exchange data for the purpose of offering services. The providers offer their services as remote procedures and the users request the service by calling these procedures via the Web. The services provide standard communication mechanisms between the different applications, which interact among themselves to present dynamic information to the user. This interoperability is made possible by the use of open protocols.

The simulation processed by SIGHOS can thus be executed on a high-performance system (computer cluster, supercomputers, dedicated servers…) and accessed via the web service transparently by various clients. These can be written in different programming languages and be running on different hardware and/or software platforms thanks to the use of open standards.

The web service involves adding a new abstraction layer to the SIGHOS simulation architecture, as shown in Figure 1. In this process, a method, which we
designate `simulate()` is published and made available on the Internet. This process requires a description of the parameters needed to carry out the simulation, namely the `XMLModel` and `XMLExperiment` previously described.

In order to facilitate the post-processing of data, the `simulate()` method returns the results of the simulation in XML format.

3. WEB-BASED MODELING AND SIMULATION ENVIRONMENT

One of the main objectives of our study is to make SIGHOS accessible to those users who are unfamiliar with the currently available interfaces (Java and XML). In this section, we describe the development process of a web application which constitutes a modeling and simulation environment and which allows these users to easily access the powerful characteristics of SIGHOS. This application is known as MOSINET (Modeling and Simulation on the Internet).

3.1. Analysis and design

Analysis and design of the application consider the conditions or abilities that must be met by the software system to be developed so as to satisfy the specifications needed to increase the usability of the library.

The demands placed on traditional desktop applications by the user include necessities such as functionality (what the system must do), the storage of information, the ease of use and performance. Within a Web application, in addition to the above, it is also necessary to correctly define user accessibility requirements, its adaptability and scalability, its availability and participation (Cala 2007).

Often, the navigational structure of an application can be comfortable and intuitive for a Web designer who is familiar with the environment, but a user may not be able to identify all the requirements if he lacks an understanding of nodes, links, option menus, search engines, etc. It is important that these requirements be specified in terms:

- that the user knows and understands so as to improve communications between the analyst and the user; and
- that are sufficiently clear and concise so as to be correctly interpreted by the programmers of the web application.

When dealing with a constantly changing environment, the concepts of adaptability and scalability take on added significance. It is important that the system be able to grow without compromising the quality of the services offered, and also that it be able to respond to changes in lower levels of the application.

Since the use of the application will not be subject to strict time schedules and will be accessible to users in different time zones, it must be available at all times. This condition can be met through the use of web technologies.

3.2. Application architecture

The application’s architecture is structured in three layers, as shown in Error. L'origine riferimento non è stata trovata. This separation allows for development to take place at several levels (by separating each layer from the whole). In case of a change, it is only necessary to modify the affected level without having to revise the entire code.

Each layer’s functions are as follows:

- **Presentation layer**: the graphical interface which interacts with the user. Used to show information to the user and to record the information provided by the user.
- **Business layer**: used to implement the services to be provided by the application. It receives requests from the presentation layer, processes
them and returns the results. It also communicates with the data layer to store or retrieve information from the database.

- **Data layer**: used to store and manipulate data. It consists of a database and a manager that receives information storage and retrieval requests from the business layer.

The application is built on the Java Spring and Hibernate frameworks. These frameworks simplify the development of the business and data layers by supplying the tools needed for user session management, object handling, framework-API interactions, etc.

### 3.3. What the user sees

The structure of the application’s proposed presentation layer is displayed in Errore. L’origine riferimento non è stata trovata., which shows four strictly classified groups of pages.

![Site map of the web application](image)

**Figure 3: Site map of the web application**

- On the start page, the user accesses the system by entering a unique username and password. Once validated, he selects a SIGHOS XMLModel with which to work (or creates a new one). A set of XMLExperiments is associated with each model. This work environment, in which just one XMLModel is used in each session, simplifies the reference checks made between models and experiments, that is, when reference is made to deleted element or resource types, when invalid identifiers are used, etc.

- On the pages used to define the model, the user can use forms to edit the SIGHOS components graphically. The data input are converted to XML and sent to the web service at the time of simulation. The components described here are the elements, the resource types and their availability, and the activities and work flows through which the elements will be processed.

- All the XMLExperiments associated with the model in use can be seen as a list. As with the model, the user can graphically edit the information associated with each SIGHOS experiment, including the way the elements are generated, the duration and the results to be recorded during the simulation. This information is stored in XML format and is used along with the model description file to carry out the web service simulations.

- The data from the processed simulations are shown on the results page. The user can select one simulation from a list, and thus see the result outputs returned by the simulator. These results are those which were selected in the experiment, and can be displayed graphically or downloaded on a file (XML, CSV, etc.).

### 3.4. Use of the application

As described in the previous section, the user works with a single XMLModel and its associated XMLExperiments. This model can be new, or it can be edited using forms, or imported from an XML document.

Once the model is selected, experiments can be edited, created, imported and deleted; selected to be simulated; copied to create new experiments from existing ones, etc.

Errore. L’origine riferimento non è stata trovata. shows a prototype of the application. The screen has been divided in four areas:

- **Top pane**: it shows the application’s logo, the login controls (you can log in, create an account or log out if you are logged in) and one link to access help (which explains how to use the application).

- **Left menu**: in this zone the user can select from among the four sets of pages previously described (start, models, experiments and results).

- **Main pane**: it shows the content of the page selected on the left menu.

- **Right pane**: there is a list of feature options which can be applied to the contents shown on the main pane (e.g. when viewing the list of available experiments, these options will include the possibility of deleting, copying, editing or exporting an existing experiment to XML, creating or importing a new experiment, etc.).
The experiment(s) to be simulated can be selected on the screen where they are displayed. This process then launches simulations which are calls to the published web service’s simulate() method. Each selected experiment involves a call to simulate() with the same XMLModel and different XMLExperiment.

3.5. Results
MOSINET has progressed from the analysis phase into the development phase. To date, the XML interfaces for returning the results of the service have been developed and the web service has been published.

The first version of MOSINET is also available, and some screenshots can be seen in Figure 5 and Figure 6. This version allows users to perform the following operations:

- Upload models and experiments for storage in a database.
- Select a model and experiment to be simulated from among those available. This action uses the published web service.
- Once the simulation is completed, the results obtained are provided to the user in various formats, as shown in Figure 6. The results can also be downloaded in an XML format. The information is also used to generate graphs.

Figure 4: Web application prototype

Figure 5: Web Interface of the first version of MOSINET

A large portion of the data layer and the initial phase of the business layer has been implemented in the background of this application.
4. CONCLUSION
In this paper, we have presented a modeling and simulation framework which simplifies the use of a java simulation library.

A web service has been developed to make SIGHOS and the graphical interface independent, thereby enabling interoperability using standard protocols. This allows us to execute SIGHOS on a computer cluster, and the web interface on another server. Consequently, the capabilities of both two layers of the system are optimized.

In addition, a web interface called MOSINET has been designed to model and simulate with SIGHOS in a more convenient and easier way, hence improving the accessibility to the library for all types of users. The architecture of this interface is also divided into layers so that the data stored for each user and the services offered by the application remain separate.
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